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## Examples

- $\forall n m$ : nat, $\{n=m\}+\{\neg n=m\}$ OK... with work
- $\forall f:$ nat $\rightarrow$ nat, $\{\exists n, f n=0\}+\{\forall n, \neg f n=0\}$ just impossible

Notes

- $\forall n, \neg P n$ is equivalent to $\neg \exists n, P n$
- $\forall f g$ : nat $\rightarrow$ nat, $f=g \vee \neg f=g$


## More on Excluded middle

Admissible axioms

- $P \vee \neg P$ is admissible:

Require Import Classical.
Can be convenient, but often stronger than really needed Matter of taste...

- $\{P\}+\{\neg P\}$ is not admissible

Consistent with confidentiality (see above)
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